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1. **Цель и задачи данной лабораторной работы**

Целью работы является изучение основных методов разработки функциональных программ с позиций строго функционального языка.

Основные задачи:

* Освоить приемы нисходящего и восходящего проектирования функциональных программ;
* Научиться выделять основные и вспомогательные функции с учетом разбиения задачи на подзадачи;
* овладеть приемами использования накапливающих параметров во вспомогательных функциях;
* ознакомиться с упреждающим использованием результата вызова функции.

1. **Задания на лабораторную работу**

**Задача №1:**

Написать программу сортировки списка методом Шелла. Вычисление последовательности шагов сортировки производится в соответствии с методом, предложенным Дональдом Кнутом.

**Задача №2:**

Написать программу сортировки методом пузырька. Сравнить эффективность реализованной сортировки и сортировки Шелла реализованной в задаче №1.

**Задача №3:**

Написать программу объединения двух отсортированных списков в один. При этом порядок сортировки в списке-результате должен сохраняться.

**Задача №4:**

Написать программу, выполняющую следующее задание:

*Заданы глубина подсписка, позиция и s-выражение. Включить s-выражение во все имеющиеся подсписки заданной глубины и на заданную позицию.*

1. **Решение поставленных задач**

**Задача №1:**

Идея сортировки методом Шелла состоит в том, чтобы сортировать элементы отстоящие друг от друга на некотором расстоянии step. Затем сортировка повторяется при меньших значениях step, и в конце процесс сортировки Шелла завершается при step = 1 (а именно обычной сортировкой вставками).

Каждый проход в алгоритме характеризуется смещением  , таким, что сортируются элементы отстающие друг от друга на  позиций. Шелл предлагал использовать . Возможны и другие смещения, но  всегда.

* Начало.
* **Шаг 0.** .
* **Шаг 1.** Разобьем массив на списки элементов, отстающих друг от друга на . Таких списков будет .
* **Шаг 2.** Отсортируем элементы каждого списка сортировкой вставками.
* **Шаг 3.** Объединим списки обратно в массив. Уменьшим . Если  неотрицательно — вернемся к шагу 1
* Конец.

Количество шагов сортировки (разделение на группы) и шаги (расстояния) в данной программе вычисляются методом, предложенным Дональдом Кнутом.

Количество шагов сортировки вычисляется по формуле:

где – количество элементов в списке.

В программе параметр высчитывает функция knuth-number-step.

Смещение или шаг вычисляется по формуле:

В программе параметр определяется в функции knuth-sorting-step.

Первоначально расстояние у нас равно . На первом шаге каждая группа включает в себя элементы, расположенные друг от друга на расстоянии . Эти элементы сравниваются между собой, и, в случае необходимости, меняются местами. На последующих шагах также происходят проверка и обмен, но расстояние сокращается. Постепенно расстояние между элементами уменьшается, и на проход по массиву происходит в последний раз.

В случаях, когда список пустой или список содержит 1 элемент, нам не требуется высчитывать шаг и количество шагов, потому что такой список уже является отсортированным.

Код программы для решения задачи приведен в *Приложении 1*:

**![](data:image/png;base64,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)**Пример работы программы:

*Рисунок №1. Результаты работы программы,*

*при вызове (shell-sort '(21 0 12 7 8 33 -8 77 212 35 41 7 1 4 1 22 6 9 8 3 1 2))*

|  |  |
| --- | --- |
| *Входные данные* | *Результат, полученный с помощью программы* |
| (shell-sort '(21 0 12 7 8 33 -8 77 212 35 41 7 1 4 1 22 6 9 8 3 1 2)) | (-8 0 1 1 1 2 3 4 6 7 7 8 8 9 12 21 22 33 35 41 77 212) |
| (shell-sort '(55)) | (55) |
| (shell-sort '()) | () |
| (shell-sort '(13 7)) | (7 13) |
| (shell-sort '(21 24)) | (21 24) |
| (shell-sort '(77 8 36)) | (8 36 77) |

*Таблица №1. Тестовые наборы данных.*

**Задача №2:**

**Сортировка простыми обменами**, **сортировка пузырьком** (англ. *bubble sort*) — простой в реализации и малоэффективный алгоритм сортировки. Алгоритм состоит в повторяющихся проходах по сортируемому списку. На каждой итерации последовательно сравниваются соседние элементы, и, если порядок в паре неверный, то элементы меняют местами. За каждый проход по списку как минимум один элемент встает на свое место, поэтому необходимо совершить не более проходов, чем размер списка, чтобы отсортировать список.

Код программы для решения задачи приведен в *Приложении 2*:

Пример работы программы:

**![](data:image/png;base64,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)**

*Рисунок №2. Результаты работы программы,*

*при вызове (bubble\_sort '(10 5 24 8 11 15 123 0 67 35 5 1 11 2000) )*

|  |  |
| --- | --- |
| *Входные данные* | *Результат, полученный с помощью программы* |
| (bubble\_sort '(10 5 24 8 11 15 123 0 67 35 5 1 11 2000) ) | (0 1 5 5 8 10 11 11 15 24 35 67 123 2000) |
| (bubble\_sort '() ) | () |
| (bubble\_sort '(100) ) | (100) |
| (bubble\_sort '(100 55 27) ) | (27 55 100) |
| (bubble\_sort '(34 55) ) | (34 55) |
| (bubble\_sort '(55 34) ) | (34 55) |

*Таблица №2. Тестовые наборы данных.*

Эффективность сортировки пузырьком**:**

Эффективность сортировки Шелла, которая в качестве вычисления последовательности шагов использует метод, предложенный Дональдом Кнутом:

В сравнение этих двух алгоритмов по вычислительной сложности, более эффективным оказался метод сортировки Шелла, которая в качестве вычисления последовательности шагов использует метод, предложенный Дональдом Кнутом. Метод пузырька гораздо менее эффективен других алгоритмов, однако он имеет простую и понятную реализацию. Кроме того, пузырьковая сортировка может использоваться для работы с небольшими массивами данных.

**Задача №3:**

Данная программа имеет следующий алгоритм. На вход поступают два уже отсортированных списка, если один из списков оказывается пустым, то на выходе мы получаем другой список. В случае, когда списки не пустые, мы начинаем сравнивать головы списков. Затем меньшее значение головы списка записывается в результирующий список, после чего рекурсивно вызывается наша исходная функция, в которую теперь будет передаваться уже хвост списка, у которого до этого значение головы оказалось наименьшим. Рекурсия заканчивается, когда один из списков становится пустым.

Код программы для решения задачи приведен в *Приложении 3*:

Пример работы программы:

![](data:image/png;base64,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)

*Рисунок №3. Результаты работы программы,*

*при вызове (insert-ordered '(1 2 4 7 15) '(0 1 2 3 4 5 6 7 11 32))*

|  |  |
| --- | --- |
| *Входные данные* | *Результат, полученный с помощью программы* |
| (insert-ordered '(1 2 4 7 15) '(0 1 2 3 4 5 6 7 11 32)) | (0 1 1 2 2 3 4 4 5 6 7 7 11 15 32) |
| (insert-ordered '() '(1 2 3)) | (1 2 3) |
| (insert-ordered '() '()) | () |
| (insert-ordered '(222) '( 4 8 10 12 24 38)) | (4 8 10 12 24 38 222) |
| (insert-ordered '(3 7 9 11 33 55 321) '(777)) | (3 7 9 11 33 55 321 777) |
| (insert-ordered '(22 67 128 512) '()) | (22 67 128 512) |

*Таблица №3. Тестовые наборы данных.*

**Задача №4:**

В данной программе у нас имеются две функции: главная (task) и второстепенная (ins-in-pos). Второстепенная функция имеет три аргумента – это список, куда мы хотим вставить, вставка (наше s-выражение) и номер позиции, куда хотим вставить (индексация с нуля). Эта функция используется только тогда, когда мы дошли до нужной глубины списка и уже списке соответственной глубины производится вставка нашего s-выражения в нужную позицию. Кстати, если номер позиции в списке, который вы укажете больше самого списка, то вставка произойдёт в конец списка заданной глубины. В главной функции используется функция map, которая применяет функцию к каждому элементу списка по одному, так мы работаем с каждым элементом исходного списка, а затем через функцию atom? проверяем глубину подсписков в списке. Исходный список – это нулевая глубина.

Код программы для решения задачи приведен в *Приложении 4*:

Пример работы программы:

![](data:image/png;base64,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)

*Рисунок №4. Результаты работы программы,*

*при вызове (task '(1 (a v c) 4 (z x c) 3) 1 2 '(GGG))*

|  |  |
| --- | --- |
| *Входные данные* | *Результат, полученный с помощью программы* |
| (task '(1 (a v c) 4 (z x c) 3) 1 2 '(GGG)) | (1 (a v (GGG) c) 4 (z x (GGG) c) 3) |
| (task '(a b (c d (e f) ((g h))) i (((j)))) 0 1 '(\* \*)) | (a (\* \*) b (c d (e f) ((g h))) i (((j)))) |
| (task '(a b (c d (e f) ((g h))) i (((j)))) 1 1 '(\* \*)) | (a b (c (\* \*) d (e f) ((g h))) i (((j)) (\* \*))) |
| (task '(a b (c d (e f) ((g h))) i (((j)))) 1 5 '(\* \*)) | (a b (c d (e f) ((g h)) (\* \*)) i (((j)) (\* \*))) |
| (task '(a b (c d (e f) ((g h))) i (((j)))) 1 4 '(\* \*)) | (a b (c d (e f) ((g h)) (\* \*)) i (((j)) (\* \*))) |
| (task '(a b (c d (e f) ((g h))) i (((j)))) 4 1 '(\* \*)) | (a b (c d (e f) ((g h))) i (((j)))) |
| (task '(a b (c d (e f) ((g h))) i (((j)))) 3 1 '(\* \*)) | (a b (c d (e f) ((g (\* \*) h))) i (((j (\* \*))))) |

*Таблица №4. Тестовые наборы данных.*

1. **Вывод**

В данной лабораторной работе были разработаны функциональные программы с позиции строго функционального языка: сортировка Шелла, сортировка пузырьком, объединение двух отсортированных списков, а также включение s-выражения во все имеющиеся подсписки заданной глубины и на заданную позицию.

**Приложение 1**

Код программы:

;Сортировка Шелла с использованием метода Кнута

(define (shell-sort lst)

(if (< (length lst) 1)

lst

(shell-sort-step lst (knuth-number-steps lst))

)

)

(define (knuth-number-steps lst)

(- (log (length lst) 3) 1)

)

(define (shell-sort-step lst step)

(if (and (= step -1) (!= (length lst) 2))

lst

(if (= (length lst) 2)

(if (< (nth 1 lst) (nth 0 lst))

(list (nth 1 lst) (nth 0 lst))

lst

)

(sort-the-list step lst (knuth-sorting-step '() step) (knuth-sorting-step '() step) (knuth-sorting-step '() step))

)

)

)

(define (knuth-sorting-step lst n)

(cond

( (= (length lst) 0) (knuth-sorting-step '(1) n) )

( (> (length lst) n) (nth n lst) )

( (knuth-sorting-step(flat(list lst (+ (\* 3 (nth (- (length lst) 1) lst)) 1))) n) )

)

)

(define(sort-the-list step lst stepValue start currentIndex)

(cond

((= start (length lst)) (shell-sort-step lst (- step 1)))

((< (- currentIndex stepValue) 0) (sort-the-list step lst stepValue (+ start 1) (+ start 1)))

((< (nth currentIndex lst) (nth (- currentIndex stepValue) lst))

(sort-the-list step (swapping lst (- currentIndex stepValue) currentIndex) stepValue start (- currentIndex stepValue))

)

((sort-the-list step lst stepValue (+ start 1) (+ start 1)))

)

)

(define (swapping lst index1 index2)

(flat (list (test lst '() 0 index1) (nth index2 lst) (test lst '() (+ index1 1) index2) (nth index1 lst) (test lst '() (+ index2 1) (length lst))) )

)

(define (test lst newlst index1 index2)

(cond

((= index1 index2) newlst)

( true (test lst (add-element-list newlst (nth index1 lst)) (+ index1 1) index2))

)

)

(define (add-element-list lst element)

(cons lst element)

)

(shell-sort '(21 0 12 7 8 33 -8 77 212 35 41 7 1 4 1 22 6 9 8 3 1 2))

(shell-sort '(55))

(shell-sort '())

(shell-sort '(13 7))

(shell-sort '(21 24))

(shell-sort '(77 8 36))

**Приложение 2**

Код программы:

;Сортировка Пузырьком

(define (bubble\_sort newlst oldlst)

(if (= newlst oldlst)

newlst

(bubble\_sort (roundd newlst 0) newlst)

)

)

(define (roundd lst i)

(if (< (+ i 1) (length lst))

(roundd (swapp lst i) (+ i 1))

lst

)

)

(define (swapp lst j)

(if (< (nth (+ j 1) lst) (nth j lst))

(swapping lst j (+ j 1))

lst

)

)

(define (swapping lst index1 index2)

(flat (list (test lst '() 0 index1) (nth index2 lst) (test lst '() (+ index1 1) index2) (nth index1 lst) (test lst '() (+ index2 1) (length lst))) )

)

(define (test lst newlst index1 index2)

(cond

((= index1 index2) newlst)

( true (test lst (add-element-list newlst (nth index1 lst)) (+ index1 1) index2))

)

)

(define (add-element-list lst element)

(cons lst element)

)

(bubble\_sort '(10 5 24 8 11 15 123 0 67 35 5 1 11 2000) )

(bubble\_sort '() )

(bubble\_sort '(100) )

(bubble\_sort '(100 55 27) )

(bubble\_sort '(34 55) )

(bubble\_sort '(55 34) )

**Приложение 3**

Код программы:

;Программа объединения двух отсортированных списков в один.

;При этом порядок сортировки в списке-результате должен сохраняться.

(define (insert-ordered lst\_1 lst\_2)

(cond ( (null? lst\_1) lst\_2)

( (null? lst\_2) lst\_1)

(

(< (first lst\_1) (first lst\_2))

(cons (first lst\_1) (insert-ordered (rest lst\_1) lst\_2))

)

( true (cons (first lst\_2) (insert-ordered lst\_1 (rest lst\_2))) )

)

)

(insert-ordered '(1 2 4 7 15) '(0 1 2 3 4 5 6 7 11 32))

(insert-ordered '() '(1 2 3))

(insert-ordered '() '())

(insert-ordered '(222) '( 4 8 10 12 24 38))

(insert-ordered '(3 7 9 11 33 55 321) '(777))

(insert-ordered '(22 67 128 512) '())

**Приложение 4**

Код программы:

;Заданы глубина подсписка, позиция и s-выражение.

;Включить s-выражение во все имеющиеся подсписки заданной глубины и на заданную позицию.

;; Вставить в список lst в позицию n

(define (ins-in-pos lst v n)

(cond ( (null? lst) (list v) )

( (= n 0) (cons v lst))

(true (cons (first lst) (ins-in-pos (rest lst) v (- n 1))))

)

)

;(ins-in-pos '(1 2 3 4 5) '(u u) 3)

;(ins-in-pos '(1 2 3 4 5) '(u u) 5)

;(ins-in-pos '(1 2 3 4 5) '(u u) 14)

(define (task lst lv p v)

(if (> lv 0)

(map

(lambda (x)

(if (atom? x)

x

(task x (- lv 1) p v)

)

) lst

)

(ins-in-pos lst v p)

)

)

(task '(1 (a v c) 4 (z x c) 3) 1 2 '(GGG))

(task '(a b (c d (e f) ((g h))) i (((j)))) 0 1 '(\* \*))

(task '(a b (c d (e f) ((g h))) i (((j)))) 1 1 '(\* \*))

(task '(a b (c d (e f) ((g h))) i (((j)))) 1 5 '(\* \*))

(task '(a b (c d (e f) ((g h))) i (((j)))) 1 4 '(\* \*))

(task '(a b (c d (e f) ((g h))) i (((j)))) 4 1 '(\* \*))

(task '(a b (c d (e f) ((g h))) i (((j)))) 3 1 '(\* \*))